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Abstract
The MATE workbench is a tool which aims to simplify the tasks of annotating, displaying and querying speech or text corpora. It is designed to help humans create language resources, and to make it easier for different groups to use one another’s data, by providing one tool which can be used with many different annotation schemes. Any annotation scheme which can be converted to XML can be used with the workbench, and display formats optimised for particular annotation tasks are created using a transformation language similar to XSLT. The workbench is written entirely in Java, which means that it is platform-independent.

1. Introduction
The MATE workbench provides a general framework for defining specialised annotation editors, and makes the writing of an editor tool for a particular annotation scheme and particular annotation task relatively easy. This generality is provided by allowing the use of any annotation schema coded in XML (Bray et al., 1998; Goldfarb and Prescod, 1998) and by allowing the corpus designer to write rule based transformations using a language very similar to Extensible Stylesheet Language Transformations (XSLT) (Clark, 1999) which describe how the corpus is presented to the annotator and what editing actions are available. The workbench provides a number of pre-defined stylesheets for use with particular annotation schemes, but its major strength is that it is possible to write new stylesheets for existing or new schemes. There are many existing tools which offer support for annotation, querying and/or display of speech corpora, and an extensive list of these, with links, can be found at the Linguistic Data Consortium’s Linguistic Annotation web site (Bird and Liberman, 2000). These tools have been created for many different and sometimes very specific purposes, and the MATE workbench does not aim to replace them all, but to offer a way of creating specific interfaces more easily in future, and to provide a framework which makes it possible to work with many different annotation schemes which are written in a common format.

The MATE workbench draws on several existing strands of work to provide a generic annotation tool which supports non-hierarchical markup (particularly necessary for speech due to overlapping annotation schemes and multiple overlapping speakers). The idea of using XML as a annotation standard for natural language processing goes back to the work of the Text Encoding Initiative (Ide and Véronis, 1995), and the idea of using a database as a central resource for natural language processing was developed by the GATE project (Cunningham et al., 1996). Data models related to XML and associated query languages were developed by a number of groups including the Lore project (Goldman et al., 1999) and SgmQL (LeMaitre et al., 1996), and the idea of document transformation using structurally recursive rules comes originally from the work of the DSSSL (Adler, 1997) standard and XSLT working group. Stylesheet transformation languages have so far largely been used to produce static documents, but in this project we extend this to create active editable displays. The Amaya web editor (Vatton et al., 1999) takes a similar approach.

2. Workbench Architecture
The MATE workbench consists of the following major components, illustrated in figure 1:

- an internal database (see section 3.) which is an in-memory representation of a set of hyperlinked XML documents. There are functions for loading and outputting XML files into and out of the database;
- a query language and processor (see section 4.) which are used to select parts of this database for subsequent display or processing;
- a stylesheet language and processor (see section 5.1.) which respectively define and implement a language for describing structural transformations on the database. The output of a transformation applied to a document can either be another document in the database or a set of display objects. These are used to define how the database will be presented to the user;
- a display processor (see section 5.2.) which is responsible for handling the display and editing actions. This takes the display object output of a stylesheet transformation and shows it to the user;
a user interface (see section 6.) which handles file manipulation and tool invocation.
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Figure 1: The MATE workbench architecture

### 3. XML and the MATE Internal Representation

#### 3.1. Internal Database

When XML files are loaded into the workbench, the data are stored in an internal database. The abstract data model that we use is a directed graph, and any directed graph can be represented in the model. Each node in this graph has a type name (e.g., word, phrase, or other arbitrarily chosen name), a set of string-valued attributes and an list of child nodes (corresponding to outgoing edges from the node). Edges in the model are unlabelled. A node may have several different parent nodes, but each node has (at most) one distinguished parent node which can be used to treat the graph as an edge-disjoint set of trees. This view of the graph is useful for algorithms which require a tree structure, for example writing the internal representation out to a set of files, applying the stylesheet processor, or asking questions about the linear order of two elements.

The internal representation is implemented as a database of triples of \{node identifier, property name, property value\}. Properties generalise the attributes of an XML element and most are string valued, but some have values which are lists of other nodes in the internal representation, for example the *children and *parent properties. As an extension to the standard XML document model (Wood et al., 2000), Document Type Definitions (DTDs) are also represented as objects in the database. Some of the types of nodes and their interrelationships are shown in figure 2.

This representation of the database makes it easy for the query language (section 4.) to ask general questions about the annotations.
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Figure 2: A partial schema for the MATE internal representation

#### 3.2. Overlapping Hierarchies

The strictly hierarchical nature of XML is at odds with certain aspects of linguistic (particularly speech) data; in multi-speaker dialogues, speech may overlap, and different annotation hierarchies coded on a corpus may overlap, for example prosody and syntax. One way to indicate this non-hierarchical structure in XML is by the use of standoff annotation (Isard et al., 1998). Linking between elements is done by means of a distinguished href attribute of elements, which uses a subset of the XPointer and XLink proposals (DeRose et al., 1999; DeRose et al., 2000) to point to arbitrary elements in the same or different files. Such attributes are often called hyperlinks. This extended data model allows us to represent overlapping or crossing annotations. We keep each level of annotation, and each data-stream (in the case of multi-speaker conversations for instance) separate, and link each further level of annotation to a common base-level. This base level would normally be the smallest unit on which all the other annotations depend. This may often be the word level, but could also be phonemes in the case of speech, higher level units such as sentences or paragraphs or indeed anything else as appropriate. The MATE workbench will therefore deal appropriately with any data which are marked up in this way.

### 4. Queries

XML is now being used for purposes and domains previously covered by relational databases. Because XML is strongly hierarchical and its structure is flexible (e.g. it is possible to have optional or repeated elements), coding it in a relational database can be a relatively expensive operation. This has led to a large number of proposed XML query languages (Marchiori, 1998). Similar work has been done in the database community on developing query languages for data models which are more flexible than relational models, such as the work on semistructured data (Abiteboul et al., 2000). We nonetheless chose to develop our own query language and processor (Q4M) because 1) when we started our work, there was no XML query module available in Java; 2) there is still no standard in this area;
3) we needed the query processor to interact well with our internal database; and 4) we needed an extended data model that was an arbitrary graph and not just a tree structure.

A query language appropriate for the data model requires the following properties. Firstly, XML constructs like element, attribute and attribute value must be accessible to the query language. Secondly, we need to be able to access elements either directly, via some constraint, or indirectly by following the parent-child links in the database. In addition, the order of children in the data model is linguistically significant, so we need to query on this order. This is not possible with all query languages, for example early versions of the semi-structured data model. Thirdly, we also want to be able to return tuples of elements, that is combinations of elements with specific properties, pairs of elements with comparable properties, elements in a hierarchical relation and so on. This feature goes beyond some other XML query languages (such as the one defined in XSLT) which are restricted to returning lists of elements. One example would be a query such as the following:

\[
\begin{align*}
\text{Find all adverbs spoken by Peter which include an \\
\quad "H*" accent, and follow directly after an answer by Mary.}
\end{align*}
\]

Figure 3 shows the equivalent query expression in Q4M syntax. The Q4M expression has a variable definition part (1-3) and a query constraint part (4-10). Various mathematical operators, string operators, wild cards, and group operators are available for atomic expressions.

Expressions can be combined by logical operators (in this example &&): logical OR (||) and negation (!) are also allowed and combinations of simple expressions can be grouped together with parentheses. The query in figure 3 also demonstrates the use of time relations available in Q4M, e.g. '@' (temporal inclusion) and '[ ]' (temporal contact). See (Mengel, 1999a; Heid and Mengel, 1999) for an overview of the operators available in Q4M.

The result of a query is a list of tuples of nodes in the internal representation that match the query. In the example given above, these would be tuples of ($p$, $s$, and $w$) elements. The output of Q4M is stored as a new structure within the internal representation where it can be accessed for display to the user or be used for subsequent manipulation within the workbench.

5. Stylesheets and Display

5.1. MATE Stylesheet Language and Processor

We have defined a declarative, functional, tree- transformation language for mapping a logical document structure into a different document structure. The emerging standard in this area is XSLT (Clark, 1999), but since it was not fully defined when the workbench was designed, and lacks some functionalities necessary to us, we decided to implement a slightly different and simpler transformation language, MATE Stylesheet Language (MSL), which uses the MATE query language, but is otherwise very similar to XSLT. Transformation specifications written in XSLT or MSL are called stylesheets. Each stylesheet consists of one or more templates, and each template contains a query against which elements in the input document(s) are matched and a set of instructions to follow if a match is found. These instructions will often include one to recursively process the children of the matching node. A fragment of a stylesheet is shown in figure 7.

In order to support flexible display and editing of corpus files, we require a flexible mapping between the logical structure of the data and the display structure. For example, we might want to highlight certain elements which satisfy some query or only display a summary of the document, or omit certain parts of the structure. This flexibility helps in the exploration of the corpus and enables users to write specific editors for particular annotation tasks. To provide this flexibility, firstly we assume that the visual appearance of a displayed document can be decomposed into display objects which form a hierarchical structure, for example XHTML or Java display objects, and this display structure can then be described as an XML document. Formulated this way, the transformation between logical and display structures is a mapping from a directed graph to a tree.

When the stylesheet processor is run, a document or set of linked documents in the internal representation is processed along with a stylesheet written in MSL. Normally, the stylesheet processor outputs a display structure as described above, which is then processed by the display processor to show something to the user. It can also be run in an alternative mode, in which case the input document can be transformed into an arbitrary output document structure in the internal representation, thus providing for transformations of the corpus annotations. The project has developed annotation schemes for five sets of linguistic phenomena (Klein et al., 1998; Mengel, 1999b), and examples of markup using these schemes will be distributed with the workbench, along with stylesheets for their annotation and display. Users of the workbench are by no means limited to these schemes, however.

5.2. Display Objects

We have defined a set of Java classes for different types of MATE display objects which are based on the Java Swing user interface classes. These MATE display objects are used for creating displays for coding corpora or for showing query results. Each display object has a set of properties, which can be set, either directly in a Java program, or by running the Stylesheet Processor (with a MATE stylesheet and one or more XML files as input). The main
components used for building a display are panes (used to divide the display into two or more sections), vertical lists, horizontal lists, and text boxes (see figure 6 below for an example display).

5.3. Display Actions

In order to allow the user to interact with displays built from MATE display objects, we have added certain action properties to each object. These specify, for example, the behaviour which will occur if a user clicks on an object in the display, and when one of these display actions occurs, code in one of the attributes of the display object defines what is to happen. For example, if an XML file is associated with a speech file (through the use of start and end time attributes on word elements) then an action can be written which causes the relevant section of speech to be played when a word is clicked on. The code is written in a Lisp-like syntax which allows any Java method to be called. The basic idea is that the code can manipulate the internal representation and/or the display objects, and thus user actions on the display structure can modify the internal representation. We provide a “redisplay” method, which reruns the stylesheet on the modified part of the database and redisplay the output. We are not yet entirely satisfied with this action syntax, and in future work we will look at defining a set of common editing paradigms, so that stylesheet writers will be able to use these without having to know about the code that does the modifications of the database.

6. User Interface

When the workbench is started, a file chooser window (figure 4) appears, and the user can select a project, causing a list of the files referenced by the project file to appear in the right-hand window. The project can then be run to display a particular interface which consists of one or more windows, each containing a speech player, or a number of panes of text. An example interface is shown in figure 6.

6.1. Tools

Various tools can be called from the file chooser window menus. The querying functions of the workbench can be called in two ways: 1) The project on which the query is to be performed can be chosen from a menu in the startup window, without creating a display and 2) if a display has already been created, the files which make up the project used to create it will be queried. Both of these methods bring up a query window which interactively guides the user through the process of composing a query. The results of the query are shown as a list, and if a display is already present, clicking on an element in the list repositions the main display on that element.

We currently have two available file format conversion tools. One converts from Entropics Xlabel format (Entropic, 1996) to a simple XML format, creating an element for each label (by default called “word”) with start and end time attributes and content from the label. The other converts from BAS Partitur format (Schiele et al., 1998) into an XML format.

6.1.1. Audio Player

An audio player window (figure 5) can be started in two ways: 1) from the main tools menu, in which case the user is prompted for a filename, or 2) by the selection of an audio file in the right-hand side of the file chooser menu. This tool provides a scalable waveform display and standard playback functions. When a segment of speech has been selected, it is also possible to use a very simple transcription function, which produces an XML element with id, start and end times, and a label, and this can be saved to a file. We do not envisage that users will want to use the MATE workbench for large-scale transcription exercises as there are existing tools well suited to this purpose.

6.1.2. Coding Module Editor

If the user enters the workbench to carry out an annotation task, she/he first selects a coding module. A coding module prescribes what constitutes a coding, including the representation of markup and the relations to other codings. Users can produce new coding modules or view a pre-existing coding module along with its corresponding coding files using the MATE Coding Module Editor (CME), an intuitive user interface integrated into the MATE workbench.
Within the MATE workbench, the coding module and coding files are represented in XML providing an easy and precise parsing of the module and its corresponding coding files. However, using the CME to compose a coding module will only require a minimal knowledge of XML; the tool itself automatically generates the XML DTD from the element structure defined by the user. The markup declaration section of the coding module is represented as a tree, and the user adds elements, attributes, entities and comments to the tree to construct the markup declaration. For each node the name, type, etc. is specified. The tree can be parsed to create a coding module text document. The markup declaration node and its sub-nodes contain information that can be used to create a DTD which is used internally in the MATE workbench.

6.2. Example Display

Figure 6: Morphosyntax Display

Figure 6 shows a display of morphosyntactic annotation. The display is built of three panes, each of which consists of a vertical list made up of horizontal lists which in turn are made up of text boxes. Figure 7 shows a fragment of the stylesheet used to create the display; this template matches all word elements which are the last child of a chunk element, and creates the top level of boxes in the example. Further templates match words in other contexts, to build up the whole picture.

7. Evaluation

At the time of writing, the MATE workbench is undergoing evaluation by members of the MATE project and its panel of advisors. There is not yet a full-scale evaluation of how well the software works on a large annotation project, which is essential to fully demonstrate the validity of our approach. However, we have developed a number of different annotation schemes and stylesheets for these schemes and these are available with the workbench.

Information on how to obtain a copy of the MATE workbench can be found at http://mate.nis.sdu.dk
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